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Abstract—Three out of the top four supercomputers in the  age the exponentially increasing (a) appetite for power of
November 2010 TOP500 list of the world’s most powgrful conventional system designs, and (b) gap between compute
supercomputers use NVIDIA GPUs to accelerate computations 54 communication speeds. Compute Unified Device Ar-

Ninety-five systems from the list are using processors withix . .
or more cores. Three-hundred-sixty-five systems use quade chitecture (CUDA) [4] based multicore platforms stand out

processor-based systems. Thirty-seven systems are usingatt ~ among a confluence of trends because of their low power
core processors. The large-scale enabling of hybrid grapbs  consumption and, at the same time, high compute power

processing unit (GPU)-based multicore platforms for compu  and bandwidth [3]. Because of the prevalence of multicore
tational science by developing fundamental numerical libaries and GPU architectures in the TOP500 list [5]; the existence

(in particular, libraries in the area of dense linear algebra) for . .
them has been underway for some time. We present a class of current conferences and workshops with emphasis on

of algorithms based largely on software infrastructures trat ~ Multicore and GPU technology [6]-[33]; the long list of
have already been developed for homogeneous multicores and GPU related success stories across academia, industry, and

hybrid GPU-based computing. The algorithms extend what is  npational research laboratories for specific applications a
currently available in the Matrix Algebra for GPU and Multicore algorithms [34]—[46]; books related to general purpose GPU

Architectures (MAGMA) Library for performing Cholesky, QR, . ; )
and LU factorizations using a single core or socket and a sirlg computing [47]-[49]; the emergence of compilers that un-

GPU. The extensions occur in two areas. First, panels facted ~ derstand GPU directives [50]-[53]; language in the current
on the CPU using LAPACK are, instead, done in parallel using Exascale roadmap concerning heterogeneity in general and

a highly optimized dynamic asynchronous scheduled algofftm  general purpose GPU programming in particular [54]; the
on some number of CPU cores. Second, the remaining CPU  fact that NVIDIA did $100 million in revenue from high
cores are used to update the rightmost panels of the matrix in .
parallel. performance computing last year, up from zero three years
) ago [55]; and relentless architectural advancements [56]-

Keywords-GPU; multicore; QR; LU; Cholesky; [63], it is clear that multicore processors and GPUs repriese
the future of high performance computing.

As multicore and GPU systems continue to gain ground

Until roughly 2004, microprocessor manufacturers werein the high performance computing world, linear algebra
able to achieve higher performance by exploiting higheralgorithms have to be reformulated, or new algorithms
degrees of instruction level parallelism (ILP). Based as th have to be developed, in order to take advantage of the
approach, several generations of processors were buitewhearchitectural features on these new architectures [64k Th
clock frequencies were higher and higher and pipelines weraork is a contribution to the development of these algorghm
deeper and deeper. As a result, applications could beneiit the area of dense linear algebra, and will be included
from these innovations and achieve higher performancéen the Matrix Algebra for GPU and Multicore Architec-
simply by relying on compilers that could efficiently exgloi tures (MAGMA) Library [38]. Designed to be similar to
ILP. Due to a number of physical limitations (mostly power LAPACK [65] in functionality, data storage, and interface,
consumption and heat dissipation) this approach cannot lithe MAGMA library allows scientists to effortlessly port
pushed any further. For this reason, chip designers haviheir LAPACK-relying software components and to take
moved their focus from ILP to thread level parallelism (TLP) advantage of the new hybrid architectures.
where higher performance can be achieved by replicating The challenges in developing scalable high performance
execution units (or cores) on the die while keeping thealgorithms for multicore with GPU accelerators systems
clock rates in a range where power consumption and heatem from their heterogeneity, massive parallelism, ard th
dissipation do not represent a problem [1]-[3]. CPU design$iuge gap between the GPUs’ compute power vs. the CPU-
have moved to multicores and are currently going throughGPU communication speed. We show an approach that is
a renaissance due to the need for new approaches to mdargely based on software infrastructures that have ajread

I. INTRODUCTION



been developed — namely, the QUeuing And Runtime fo[72] Golub and Van Loan give QR algorithms based on
Kernels (QUARK) dynamic scheduler [66] and the MAGMA Householder, block Householder, Givens, and fast Givens
[38] library. The approach extends what is currently avail-transformations; Gram-Schmidt orthogonalization, andlmo
able in the MAGMA Library for performing Cholesky, QR, ified Gram-Schmidt orthogonalization [68]. The LAPACK
and LU factorizations using a single core or socket and @R factorization is a block Householder transformation
single GPU. The extensions occur in two areas. First, panelisnplementation.
factored on the CPU using LAPACK are, instead, done in The QR factorization is a transformation that factorizes an
parallel using a highly optimized dynamic asynchronousm xn matrix A into its factorsQ and R whereQ is a unitary
QUARK scheduled algorithm on some number of CPUmatrix of sizem xm andR is a triangular matrix of size: x
cores. Second, the remaining CPU cores are used to update The LAPACK version of this algorithm achieves higher
the rightmost panels of the matrix in parallel. The approactperformance on architectures with memory hierarchies by
aims to better utilize all available hardware. accumulating a number of Householder transformations in
The results of this work are communicated using thewhat is called ganel factorizatiorwhich are, then, applied
QR algorithm as a framework. The Cholesky and LUall at once by means of high performance Level 3 BLAS
algorithms are similar in implementation. The paper isoperations.
organized as follows. Section Il provides an overview of The LAPACK routine that performs the QR factorization
the QR factorization. Section Il illustrates how the QR is calledx GEQRF where x can bé, D, C, or Z depending on
factorization is performed by the MAGMA library using the precision. Consider a matrix A of sizex n represented
a single core or socket and a single GPU. Section IVas
describes the new approach, outlining how it differs from A= < A A >
what is currently available in the MAGMA library. Section V A1 Ago
briefly describes the QUARK dynamic scheduler. Section VI
discusses autotuning. In particular, an explanation igmgiv
of how to — for a given matrix size, precision, architecture,
and algorithm — choose the optimal number of cores fo
panel factorization, number of cores for panel updatesglpan
width, outer panel width, and inner panel width. Section
VII describes algorithm optimization with respect to panel Ay A Vit Ry1 Ris
factorization. Section VIII presents results on two diéfer A= ( Agp Aoy > = < Vo > ) ( 0 Asg > )
architectures: a single NVIDIA GeForce GTX480 GPU
with fifteen cores (streaming multiprocessors) @1.401 GHz he transformation in Equation (1) is obtained in two steps:
connected to eight six-core Intel Xeon X5660 Westmere 1) Panel factorization. At this step a QR factorization
@2.8 GHz processors and a single NVIDIA Telsa M2070 of the panel(A.;) is performed as in Equation (2).
GPU with fourteen cores (streaming mulitprocessors) @1.15

where Ay, is of sizeb x b, A4 is of sizeb x (n —b), Agy

is of size(m —b) x b, and Aa is of size(m —b) x (n—b).

; The LAPACK algorithm for QR factorization can be
described as a sequence of steps where, at each step, the
transformation in Equation (1) is performed.

GHz connected to two six-core Intel Xeon X5660 Westmere < An > — < Vi1 > (T11), (R11) 2)
@2.8 GHz processors. Finally, section IX discusses future Az Va1
work. This operation produce$ Householder reflectors

(Vi1) and an upper triangular matrik;; of sizebx b,
) ) ) _ ) which is a portion of the finalR factor, by means
This section contains a high level explanation of the block of the xDGEQR2 LAPACK routine. At this step, a

II. BLOCK QR FACTORIZATION

QR factorization implemented by LAPACK. The explanation triangular matrixTi; of size b x b is produced by

will facilitate an understanding of the description of themn the xLARFT LAPACK routine. Note thatV;, is a

approach given in Section IV. A detailed discussion of the unit lower triangular matrix of sizé x b. The arrays

block QR factorization can be found here [67]-[71]. V., and Ry, overwrite A,,. Temporary workspace is
Stewart refers to the QR factorization as, "the great needed to stord;.

success story of modern computation,” [72]. Trefethen and 2) Trailing submatrix update. At this step, the transfor-

Bau say, "One algorithmic idea in numerical linear algebra mation that was computed in the panel factorization is

is more important than all the others: QR factorization [70] ?f)?“e‘j to the trailing submatrix as shown in Equation

It is used for solving linear systems of equations [64], [68]

solving the linear least squares problem [65], [73], com- ( 212 ): (1_( “;11 )(Tll)(vﬁvﬁ)) ( 2‘12 ) 3)
puting eigenvalues and eigenvectors [72], [74], computing 22 2 2

the SVD [72], [74], and computing an orthonormal basis This operation, performed by theLARFB LAPACK
for a set of vectors [68]. Stewart says, "the underlying routine, produces a portioR;» of the final R factor
theory of the method continues to suggest new algorithms.” of sizeb x (n — b) and the matrixA,.



Computational pattern of a typical

CPU memory one-sided hybrid factorization: GPU memory OB

NB

CPU work
space 1. Copy dP (GPU) to hP (CPU)

2. Factor hP on the CPU using LAPACK \
3. Copy the resulting hP to dP
4. Update T, on the GPU using dP
5. Send next panel (part of Ti) to the CPU
6. Start updating T2 on the GPU
7. Start factoring the next panel on the CPU

dP [Ty T2

Figure 1. A typical hybrid pattern of computation and cominun
cation for the one-sided matrix factorizations in MAGMA 1.0

The QR factorization is continued by applying the trans-
formation (1) to the submatri¥y,, and then, iteratively,
until the end of the matrix4 is reached.

Note thatxGEQR2 and XLARFT are rich in Level 2
BLAS operations and cannot be efficiently parallelized on
currently available shared memory machines. The speed of
Level 2 BLAS computations is limited by the speed at which
the memory bus can feed the cores. On current multicore Figure 2. Computation splitting for new approach
architectures, because of the vast disproportion between t

bus bandwidth and the speed of the cores, a single core _
can saturate the bus in double precision so there would b&PNs are scheduled on the CPU using calls to LAPACK,

no advantage to using additional cores for a Level 2 BLAS2Nd the Level 3 BLAS updates on the trailing sub-matrices
operation. See [67] for more details. The LAPACK algorithm '€ scheduled on the GPU. The trailing matrix updates are
for QR factorization can use any flavor of parallel BLAS to SPIit into 2 parts — one that updates just the next panel and
exploit parallelism from the Level 3 BLASLARFB update & S€cond one updating the rest, i.e., correspondingly sub-

on a multicore shared-memory architecture, but the pandfatricesT: andT; as given in Figure (1). The next panel
update is considered a sequential operation. update (i.e.I1) is done first, sent to the CPU, and the panel
factorization on the CPU is overlapped with the second part

I11. MAGMA QR FACTORIZATION WITH A SINGLE of the trailing matrix (i.e./I%). This technique is known as
CORE ORSOCKET AND A SINGLE GPU look-aheadand has been used before [42], [75]-[77]. Its
The MAGMA QR factorization with a single core or US€ enables the overlap of CPU and GPU work (and some

socket and single GPU (MAGMA 1.0) differs from the COmmunications).
LAPACK QR factorization in 3 major respects. First, pan-
els are factorized using GEQRF as opposed txGEQR2.
Second, thexLARFB update is done on the GPU. Third, The new approach differs from MAGMA QR factorization
the xLARFB update is done in a lookahead fashion. Subtlewith a single core or socket and a single GPU (MAGMA
differences include asynchronicity with respect to host an 1.0) in two areas. First, panels factored on the CPU using
device execution and with respect to memory transfers whereAPACK are, instead, done in parallel using a highly opti-
possible. mized dynamic asynchronous scheduled algorithm on some
Figure (1) illustrates this typical pattern of hybridizati  number of CPU cores. Second, the remaining CPU cores are
Several groups have observed that panel factorizations aresed to update the rightmost panels of the matrix in parallel
often faster on the CPU than on the GPU [64]. ThereforeWe think of the new approach as MAGMA QR factorization
like the LAPACK QR factorization, the panel factorization with all available cores and a single GPU. While it is true
is considered a sequential operation; there is not enougthat if parallel BLAS is being used on the CPU, MAGMA
parallelism to keep the GPU busy. Unlike the LAPACK QR 1.0 can use all available cores for the panel factorization,
factorization, the panel factorization is done using theckl practice, little, if any, additional speedup is attainedtpghe
QR factorization routine GEQRF. If parallel BLAS is being number of cores on a single socket. It is a better use of the
used on the CPU, the panel factorizations are often fastelemaining cores to be tasked for other operations.
when using several cores; depending on the architecture, a The computation is split as in Figure (2). Assuming an
single socket or the entire host for the panel factorizationV x N matrix and a two socket, twelve core architecture,
will result in the optimal performance. the first NV — 6(OB) columns are factorized as described in
MAGMA 1.0 uses static scheduling and a right-looking the previous section with two exceptions. First, the panels
version of the block QR factorization. The panel factoriza-are factorized using an optimized dynamic asynchronous

N-6(OB)

IV. THE NEwW APPROACH



scheduled algorithm using six cores. Second, whenever keft of the bottom fourteen green rows. Next, eight CPU
panel factorization completes, one thread per core wakesores are woken from a busy wait and the rightmost eight
from a busy wait from the remaining six cores, and thepanel updates begin; this can be seen as the leftmost eight
rightmost 6 panels are updated in parallel on the CPU. Noteyan rectangles on the top eight rows. From Equation (3) it
there is a final factorization to be done corresponding to thean be seen that/; Vyh)A., can be computed before the
square in the lower right hand corner of Figure (2). ThexLARFT is finished. Therefore the rightmost panel updates
number of cores used for the panel factorization, and thean be started early if they are split into two pieces, a piece
number of cores used for the rightmost panel updates, dehat does not use the result from thReARFT and a piece
pend on the architecture, matrix size, and precision. Taninthat does. While the computation of the first piece of the
is discussed in detail in Section VI. Note that there are fiverightmost panel updates progressex! ARFT is done on a
parameters that are tunable for the new approach: the numbsingle CPU core; that can be seen as the leftmost large blue
of cores for panel factorization (Q), the number of cores forrectangle in row nine. Because tRé ARFT finishes before
rightmost panel updates (P), the panel width for rightmosthe first update piece is done, both update steps are seen as a
panel updates (OB), the panel width for the part of the matrixsingle cyan rectangle. Once tk& ARFT is done, the result
that does not include the rightmost panel updates (NB), andf the panel factorization is sent to the GPU; this can be seen
the inner panel width for panel factorizations (IB). as the sliver of yellow to the immediate right of the leftmost
Figure (3) is a trace of the new approach on a singldarge blue rectangle in row nine. Next, the single panel to
NVIDIA Tesla M2070 GPU with fourteen cores @1.15 GHz the right of the factorized panel is updated on the GPU; this
connected to two six-core Intel Xeon X5660 Westmere @2.&an be seen as the leftmost thin column of green rectangles
GHz processors for single precision when the matrix size isn the bottom eight rows. Finally, the remaining panels ® th
5920 x 5920 at the optimal parameter settings @f = 4, left of the eight rightmost panels, are updated on the GPU;
P =8, NB =128, OB = 172, andIB = 12. We take this can be seen as the thick column of green rectangles to
GPU coreto mean a single streaming multiprocessor. Thethe immediate right of the leftmost thin column of green
y-axis can be thought of as core number; the bottom 14ectangles in the bottom eight rows. This process continues
green rows are GPU cores; the next 12 rows are CPU corewith the remaining panels to the left of the rightmost eight
The z-axis is time. White space is idle time. Black spacepanels. The last grouping of rectangles in rows nine through
indicates a busy wait. All other space represents usefut wor twenty-six correspond to the final factorization depictad i
The top eight rows of the graph correspond to the CPUhe lower right hand square of Figure (2).
cores dedicated for the rightmost panel updates; agaitk blac Note that the peak single precision CPU performance
corresponds to a busy wait. Cyan corresponds to the ugder the machine described above is 270 Gflop/s. The peak
date. The middle four rows correspond to the CPU coresingle precision GPU performance, however, is 1030 Gflop/s
dedicated to the panel factorization. Additionally, theeco (The heights of the GPU cores in Figure (3) are scaled
corresponding to the ninth row from the top is responsibleaccordingly.). The new approach aims to start with a busy
for computing axLARFT; it can be seen in the trace as a GPU since it is the more powerful of the two. After that, all
blue rectangle. The core is also responsible for initiatingthat can be done to keep the CPU cores busy is done. This
a synchronous memory copy of the result of the panetan be seen in Figure (3). The bottom fourteen rows show
factorization on the host to the GPU; that synchronoughat the GPU has very little idle time. Our approach was
memory copy is seen as a yellow rectangle. Synchronou® start with MAGMA 1.0 QR factorization code; this code
memory copies from the host to the GPU do not start until allhas been optimized for the GPU over the course of several
kernels that have been launched on the GPU are finished; thears. We enhanced the MAGMA 1.0 code to make better
call does not return until the memory copy is finished. Theuse of the CPU cores but the GPU code was unchanged.
bottom fourteen rows correspond to the GPU cores dedicatethis approach differs from what others are currently doing
to panel updates to the left of the eight rightmost panelsto merge GPU and multicore code. Namely, to start with
The white space in the middle four rows is when the coredighly optimized multicore code and call GPU kernels where
dedicated for panel factorization are idle. The white spacgossible [78].
at the right of the top eight rows depicts the fact that the
cores for rightmost panel updates are not used for the final V. QUARK DYNAMIC SCHEDULER
factorization. Panels are factorized using a highly optimized version
The flow of the new approach can be seen in the traceof the LAPACK block QR algorithm using the QUARK
Initially, four CPU cores are factorizing the first panel \eéhi  dynamic scheduler to schedule the subtasks on some number
eight CPU cores are in a busy wait and all GPU cores aref CPU cores. We experimented with many different combi-
idle. This is seen as the eight leftmost black rectangles imations of subtask granularities and scheduling polidigs.
the top eight rows, the leftmost block of colored rectanglequse the version with the highest performance, and it will be
in rows nine through twelve, and the white space to thedescribed in detail.



Figure 3. Trace 065920 x 5920 Matrix

Individual subtasks, along with the dependencies betweeaven after careful pruning, autotuning a single matrix fize
subtasks, are communicated to QUARK at subtask insera single precision on a reasonably fast architecture vk ta
tion time. QUARK is then free to schedule the subtasksmore than one calendar year. This is clearly unacceptable.

among available cores in any order as long as the subtask ¢ y,rns out that autotuning burden can be greatly mitigated
depe_ndenues are not wolatgd. This concept of repregentingy the combination of assuming orthogonality and noticing
algorithms and their execution flows as Directed Acyclicgome rules of thumb. The first rule of thumb is that the

Graphs (DAGs), where nodes represent the subta;ks, a'b‘ﬂ)timal panel width, for that part of the matrix that does not
the edges represent the dependencies among them, is nothigyy e the rightmost panel updates, is the very same panel
new and is discussed in greater detail here [75], [76].  \idth already recorded for MAGMA 1.0. This panel width
Optimal performance is observed when the subtasks argysts in a lookup table at runtime and is a function of matrix
c_omposed frorr_l the operations in Section Il as follows. Asize, precision, and algorithm. The orthogonality assionpt
single subtask is made from th&SEQR2 and thexLARFT  gjiows one to fix this optimal panel width regardless of the
calls from the panel factorization step. TR&ARFB call  yajue of the other parameter settings. The second rule of
from the trailing submatrix step is split into three sub&ask tyumb is that the optimal number of cores for the panel
Optimal performance is observed when the subtasks argctorization is the number of cores on a single socket. The
scheduled in a left looking fashion as opposed to the righthird rule of thumb is that the number of cores for the
looking approach described in Section Il. Note that therightmost panel updates is the number of remaining cores
DAG for QR block factorization with subtasks inserted in for |arge enough matrices and a linear function of the matrix
a left looking fashion will be identical to the DAG for QR sjze otherwise. Experimenting with the number of cores for
block factorization with subtasks inserted in a right lowki panel factorizations and rightmost panel updates on éiffer
fashion. QUARK allows one to give subtasks priorities andarchitectures results in slight modifications to the secamd
that feature is exploited to achieve a left looking exeautio third rules of thumb, depending on the architecture, but the
order. end result is that the information exists in a lookup table
and is available at runtime. The fourth rule of thumb is that
VI. AUTOTUNING IB is always 12. This number was observed over the course

At first blush, it would appear that the tunable parameter®f much hand tuning.
are inextricably entwined such that adjusting one paramete Thus the only parameter that needs to be tuned is OB, the
can alter the effect of the other parameter settings. Theref panel width for the rightmost panel updates. An autotuner
an autotuning approach suggests itself whereby all passiblwas written that tests a number of values for OB for every
values of all five parameters are tried, noting what combinamatrix size at every precision and takes two hours to com-
tion of parameters results in the best performance. Howeveplete on a reasonably fast architecture. All tuning resanés



Performance of multicore QR factorization on Tall Skinny Matrices Performance of MAGMA QR with 1 GPU and all Available Cores
Comparing Different Algorithms Comparing Precisions

12 Cores (2 x 6-cores) 2.8 GHz X5660, 23 GB, 270 Gflop/s Peak [keeneland] 48 Cores (8 x 6-cores), 2.8 GHz-AMD Opteron 8439 SE, 129 GB, Peak 1080 Gflop/s [ig]
Tesla M2070, 1.1 GHz, 5.4 GB, 1.03 Tflop/s Peak 1 GeForce GTX 480 - 1.041 GHz Clock - Theoretical Peak: 1.401 * 2 * 480 = 1.34496 Tflop/s
Single Node, Single GPU numactl --interleave=all
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Left Looking Execution 100 ¥ Double ---*
Left Looking Insertion ---:- % Complex Single
o Parallel MKL % o = Complex Double
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Matrix Size Matrix Size
Figure 4. Panel Factorization Technique Comparison Figure 5. New Approach Performance on 48 Core Machine,
Comparing Precisions
. . . Performance of MAGMA QR with 1 GPU and all Available Cores
Stored Ina |00kup table and are avallable at runtlme Hence 12 Cores (2 x 6-cores) 2.8 gﬂ?;@%@%%cgéonzsm Gflop/s Peak [keeneland]
the user is not required to provide parameter values in order T T e Node, Singie GpU e
to get a good first approximation at optimal performance. ** e
The usercan provide parameter values at runtime but it is 70 e
not a requirement. o0 s
VIl. PANEL FACTORIZATION OPTIMIZATION 500
Four different panel factorization flavors were compareds “° ;
left looking subtask insertion, left looking subtask examui, 300 2 . g e
recursive, and parallel MKL. The difference between left "o o
looking subtask insertion and left looking subtask exexuti // itie
lies only in that for left looking subtask execution the ® / Complex Single =
subtasks are prioritized in order to enforce left looking-ex 0 complox ok -
cution. The recursive technique uses one level of recursion  ° 5000 0 e 20000

fort_he right half of the panel in place of th_e callXGEQR2. Figure 6. New Approach Performance on 12 Core Machine,
Figure (4) shows the results for two six-core Intel Xeon  Comparing Precisions

X5660 Westmere @2.8 GHz processors. Note that the num-

ber of cores used for the pane| factorization is the optimal Performance ufMAGCMAQRwithlGPU and all Availab(lje Cu[es‘ Double Precision

omparing Against MAGMA 1.0 and MKI
12 Cores (2 x 6-cores) 2.8 GHz X5660, 23 GB, 270 Gflop/s Peak [keeneland]

number of cores when the panel factorization is used as part Tesla M2070, 11 Gz, 5.4 GB, 1.03 Thopls Peak
of the new approach for QR factorization: 6 cores on the ol o, Shole G2
left side of the graph, 2 cores on the right side of the graph, ** ——
and 3 or 4 cores in the middle. - / — - -
VIIl. RESULTS 200 //j -
Figure (5) shows how the new approach performs at fou§ .
precisions using a single NVIDIA GeForce GTX480 GPU® ** /
with fifteen cores @1.401 GHz connected to eight six- K e KA SRR
core Intel Xeon X5660 Westmere @2.8 GHz processors. '
Figure (6) shows how the new approach performs at four /§§ O B Sockel, MAGATD
precisions using the machine described in Section (IV). | & O hUs, T Sockel. ML =
Figure (7) shows how the new approach performs compared o 5000 10000 15000 20000
to MAGMA 1.0 and MKL for the same machine. Matrx Size
Figure 7. New Approach Performance on 12 Core Machine,
IX. SUMMARY AND FUTURE WORK Compared to MAGMA 1.0 and MKL

This paper shows how to redesign the QR factorization to
enhance it's performance in the context of a single GPU and



many CPU cores. Using a single NVIDIA GPU (fourteen [11] Aug. 2011, Euro-Par 2011. http://feuropar2011.boudearia.

cores @1.15 GHz) connected to two six-core Intel Xeon
X5660 Westmere @2.8 GHz processors, the new approa
achieves 315 GFlop/s in double precision. This is an inerea
of 19% over MAGMA 1.0. The increase is due to a better use

of all available CPU cores and reuses concepts developed 3]

the MAGMA library and the QUARK dynamic scheduler.

Although this paper focused on the QR factorization, the
framework is in place to extend the algorithm to LU and[14)

Cholesky factorizations. The new approach will eventyalll

be included in a future release of MAGMA and can be used

for a full high-performance linear solver.
From Figure (3) it can be seen that only one core is use
to compute the«LARFT and it is often the case that all the

factorizations to compute thelL ARFT in parallel.

Another thing that can be seen is that replacing thgi7)
synchronous memory copy corresponding to the yellow
rectangles in the trace with an asynchronous memory copht8

would free up one CPU core for useful work.
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